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Preface

This theslis presents an effective application of a structured
apalysis and structured design methodology to a complex satellite
command system. The methodology used combines features of three
different design techniques. The key to the successful develop~-
ment is the preliminary design which gives a compl2te requiremente
definition in an understandable diagram form. A series of these
diagrams are combined to form an activity model and a data model
of the simulator using a top-down design strategy. The activity
model is the starting point of the design refinement. A first cut
structure chart is drawn directly from the activity model., A data
flow graph is then created which in turn is converted into a re-
fined structure chart. The refined structure chart is the primary
vehicle which facilitates the programming phase, Even though the
programming has not been done in this thesis, a structured analy-
s8is and design has heen performed that presents a satellite sinu~
lator that is modifiable, understandable, and free of implementa-
tion constraints,

I thank ny thesls advisor, Captain Peter ©. Miller, for his
profsseional influence and guidance throughout this project. Thanks
must also be exiended to Captain J. B. Peterson for shering his
expertise with me in this endeavor. A very special *hanks goes
to my wife, Maryanne, and to our children, Kevin and Cindy. Vith-
out their patience and love this effort would have been wasted.

I cannot close without thanking God whose eternal wisdom has pre-
velled throughout,

Kenneth I.. Marvin
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Abstract

The problem addressed in this thesis is the analysis of a
complex satellite command system and the design of a software sim-
ulation of that system. The problem is solved in three steps.
First, a written requirements definition establishes a sound view-
point and purpose on which the analyet can base his design. This
requirements definition exvlains why the simulator is to be cre-
ated, how it is to be cconstructed, and what it is to do. Second,

a top-down strategy called "structured analysis" is applied to
create the preliminary design. The structured analysis is pre-
sented in a blueprint-type language with activity and data models.
The models represent graphically the functions performed by the
simulator and the information upon which those functions act. A
inal design refinement is performed with a structured design meth-
ndology called "transform analysis.'" Thse structure charts darawn
during the transform analysis reveal system characteristics which
1llustrate design quality. The activity model acts as & catalyst
to a successful transition from a top-down analysis to a structured
design which can be evaluated. The resulting simulator design,
with minor revisions, satisfies the desigrn goals establishel for
the rroject. The metlodology used is highly recommendsd for the

analysis and design of any software system.
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STRUCTURYD ANAILYSIS AND DESIGN OF A

SATELLITE SIMULATOR

I. Introduction

Objectives

This thesis presents a "structured" development of the requlre-
ments and the design needed to create a software simulation of an
operational satellite., A good development technique iec required
to make the final programming easier and more understandable. The
primary objective of this thesis is to avoid all of the negative
effects of a premature system design (Ref 4:2). To meet that ob-
Jective, it 1s necessary to do & complete and understandable require-
ments analysis of the system to be designed. A requirements anal-
ysis is the first step towards the design of a high quality system
that is efficient and reliable.

Any quality development project, be it hardware or sorftware,
must be based on an orderly, controlled, and disciplined methodol-
ogy, (Ref £:5). While searching for such a methodology, the top-
down design phases of the software life-cycle are considered. The
first two cteps in the life-cycle are classified as "system require-
ments" and "software requirements" (Ref 2:3-4). A thorough expla-
nation cf the system and the functions it performs must be present-
ed. This explanation is given by a Requirements Definition as de-
fined by SorTech, Ince. (Ref 4:4). The Requirements Pefinition is
the first portion of SofTech's Structured Analysis and Design Tech-

nique (SADT). It is this portion of the SADT that is used in the



requirements analysis and preliuminary design of the satelllite sim-
ulator. Requirements Definiticn deals with three subjects: context
analysis, design constraints, and functional specifications. These
subjects give a definition of the requirements for an efficient

and long-range, cost-effective system. The context analysis explains
why the system should be created and why certain technical and op-
erational capabilities set the boundary conditions for the systien.
Design constraints explain how the system is to be constructed.

The objective here is not to specify which things will be in the
system, but only to set limits for selection of those thirgs at

a later time. The functional specifications are of primary inter-
est. These specifications give only the boundary conditions for
requirements taken up in the desisn phase (Ref 6:5-6).

The next phase in the softwarc life-cycle is the preliminary
design. The objective is to define system requirements more explic-
itly and to present a functional analysis that is conceptually com-
plete. During this phase in the development, a design is produced
that makes coding, debugging, and modification easier, faster, and
less expensive by reducing complexity (Ref 9:115), After the pre-
liminary design, a departure is made frowm the SADT. This departure
is required to provide a design refinement that can be evaluated.

A design technrique called "transform analysis'" is performed which

has characteristics that reveal design quality (Ref 10:254-300).

The combination of the preliminary design based on structured anal-

ysis and the design refinement based on transform analysis creates ﬁ

a satellite simulator design that is modifiable, understandable,

and free of implementation constraints. 1




The sponsor of this thesis is the L4000 Aorospace Applications
Group (SAC), lccated at Offutt Air Force Base, Nebraska. They are
responsible for command, control, and analysis of the weather sat-
ellite (Block 5D), which is to be simulated., Operational require-
ments place a limit on the amount of software development that can
be done "in house." A need eoxists for a simulator that can be used
as & training device for satellite controllers and as an analysis
ald for satellite data analysts. The purvcese of this thesis 1s

to provide a design of such a simulator.

Scope
The initial investigation of the satellite system shows that

a simulation of all the satellite functions is beyond the scope

of this thesis (Ref 1). However, a simulation of the spacecraft
conmand "uplink"” and command verification (CV) "downlink" is of
primary importance. A simulator is required that will accept space-
craft commands in a realistic format, simu’ate performance of the
proper functions in response tc those commands, and maintain rec-
ords of spacecraft status (i.e. teiemetry point values, transmit-
ters on or off, etc.), which can be modified at user request. In
addition, the simulator should be designed in a modular fashion

to ensure the modifiability, maintainability, and understandadility.
The structured analysis and design tecliniques used in this devel-
opment effort present a modular system that is functionally inde-
pendent. This independence makes it easy to add or delete modules
to further enhance the realistic nature of the simulation at a later

time. No attempt is made to do the actual programming required




to implement the simulator. However, the structured techniques
used to perform the analysis and design will facilitate the final

programming phase,

Pl of Development

Chapter II is a presentation of the Requirements Definition
with emphasis placed on the functional specifications. Chapter
IXI presents a Preliminary Design of the simulatcr in the form of
activity and data models. The approach used in both of these chap-
ters is based on the technique prepared by SofTech, Inc. called
"structured analysise.'" Chapter IV presents a refinement of the
preliminary design, which is illustrated with structure charts and
data flow graphs (bubble charts)., These charts and graphs are
used to do the transform analysis. Chapter V contains a summery
of results obtained in this development as well as conclusions and

recommendations.
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ITI. Reyuirements Definiticn

Introduction

The phase ot the software life-cycle most often abused, or
neglected, is the Requirements Definition. The Requirements Def-
inition presented in this chapter is in a written form to show a
distinction between it and the illustrative functional design pre-
sented in Chapter III. This order of development allows the ana-
lyst to establish a sound viewpoint and purpose on which to base
his first phase of design. The lack of a Requirements Definition
usually results in rising costs, missed schedules, waste and dupli-
cation (Ref 4:2). In addition, the elimination of this important
step results in the absence of a useful documentation package.

This creates the most common problem with large systems in the Air
Force: a lack of understanding by the engineer who takes over the
projects He typically must spend an inordinate amount of time nearly
"redeveloping" the system to bring his level of understanding to

a point where he can be productive,

Included in this chapter is (1) a context analysis, which
tells why the simulator is to be created, (2) a set ol design con-
straints, to tell how the simulator is to be constructed, and (3)

a set of functional specifications that describe what the system

is to doe.

Context Analysis

To better understand why a satellite simulator is to be cre-

ated, an explanation of the environment (context) in which it is




to be used is needed. This explanation is given in the context
analysis which follows.

The 4000 Aerospace Applications Group (SAC) is responsible
for the command and control of weather satellites in support of
Global Weather Central at Offutt Air Force Bese, Nebraska. It is
alsc responsible for monitoring spacecraft telemetry and data to
aid in detection of any anomalies that may have occurred during
its orbit. Over the years these satellites have increased in com-
plexity and produce more data for analysis purposes, This has in-
creased the need for a good, easy to use simulator to aid in ancm-
aly analysis and to function as a training device for new system
controllers.

To perform as an analysis tocl, the simulator must display
current telemetry point values upon request, It must alsc provide
the analyst with current status information about tranesmitters,
central processing units, and sensors on the spacecraft. This in-
formation must be provided after each spacecraft command igfgiven
to the simulator and upon request from the user,

The simulator must accept its input in the same format that
is transmitted to the satellite, This formatting i5 currently doue
by an existing hardware device known as the 5D Interface (5DI).
Commands will be input through the 5DI to the simulator. In addi-
tion to the ocutputs mentioned above, the simulator should provide

the proper command verification words and an explanatory message.

Design Constraints

This section is a summary of the conditions specifying how



the simulator is to be constructed. No attempt is made to specify
input or output devices. Those details should be considered at a
later stage in the design (Ref 4:4),

There are four fundameatal goals which should be considered
by the software engineer when he begins his development process.
They are (1) modifiability, (2) efficiency, (3) reliability, and
(4) understandability (Ref 5:89)., These are the constraints con-
sidered in the process of selecting the analysis and design tech~-
niques used. The techniques selected are SofTech's structured a-
nalysis for the preliminary design and a structured design method

for the design refirement.,

Functional Specifications

Functiovnal specifications are impcsed on the functional ar-
chitecture of the system. They differ from system architecture
specifications because they outline the purposes of the system in-
stead of giving the languages, transmission links, and record for-
mats that arc in the system (Ref 4:8). The following functional
specifications are a first step towards the creation of the func-~
tional architecture. The next chapter presents the functional ar-
chitecture as the preliminary design of the simulator.

There are four main functions that should be performed by
the simulator. It should (1) process the input word, (2) update
the vehicle (simulator) status in response to the input word, (3)
create the appropriate command verification words, and (4) create

an output message informing the user what action has been taken,

A brief description of each of those functions follows.




Process Input Word. A satellite simulator input should be

classified as a spacecraft urlink command or & user command. A
user command modifies the current vehicle status data, i.e. change
a telemetry point value, add or delete a status table, etc. A space-
craft uplink command must be properly formatted before it can be
executed. The formatted command simulates satellite functions ty
updating status data and creating the appropriate command verifi-
catlon message. The formatted command must first be checked for
parity and wordlengthe. If an error is detected, it is saved and
used later by the simulator to generate the proper command verifi-
cation words and output messages.

After the initial format checks are made, the spacecraft com-
mand type must bo determined. This determinatirn will influence
the kind of secuence checks that need to be performed. Some space-
craft commands require a series of sub-commands n a specified order,
while others require a specific time interval between them before
they can be executed,

The processing just described will produce a user command
in the form of some type of status modification word, a spacecraft
command that will contain some errors (invalid command), or a space-
craft command that is error-free (valid command). Ore of these
inputs will be passed to the remaining functional activities for
aprpropriate processing.

Jpdate Vehicle Status. Only a user command or a valid space-

B LT e ———— - -

craft command effects the current status information. An invelid

command is only acknowledged by the command verification function.

When the required modification is determined, an update request




is issued and the necessary update function is performed. The new
status information is then given to the user.

|
!
|
Create Command Verification Words. Previously detected er- 1

rors should be listed and used to determine the applicable command
verification (CV) codes. These CV codes are transmitted via the
downlink from the spacecraft arter a command has been received.

To make the simulator a more valuable analysis/training device, ‘
an explanatory message should be output with the CV code. There
are also verification codes associated wit! valid spacecraft com-
mands which should be handled in the same manner as the erroneous
command codes,

Create Qutput Messages, The CV words are now translated and

a meaningful output message is produced. Any status modifications
are noted with a specific update message. The messages are assem-

bled and a complete and easily understood output text is produced.

Summary

This chapter presents a context analysis of the problem, de-
sign constraints for its solution, and functional specifications.
The context anilysis forms a perspective from which to view the
overall problem. An effort is made not to let the context analy-
sis be functional specifications, however, the context analysis
and functional specifications are closaly related and ir some cases
it is difficult to separate the two. The design constraints are
imposed by the desired design goals. Analysis and design techniques
are selected that shouid make the design meet those goals. The

functional specifications are given in 1iodular sections which are




the four basic units needed for construction of the rext lovel of
design. This construction consists of the SADT activity and data

models presented in the next chapter.

10




III. Preliwninary lDesisn

Introduction

T“he activlity and data models presented in this chapter rep-
resent the results of many attemits to illustrate the conceptual
ideas conveyed by the functional specifications. Those medels,
organirzed as a sequence of diagrams with supporting text, form the
proliminary design,

The activity model is presented first, followed by the uata
model. These models graphically revresent the functions performed
by the system and the data upon which the functions act. Each model
contains ovoth data and activities with complimentary emvhases,

The combinatlon leads to "a much richer understanding of the sub-
Ject than is afforded by a single model' (Ref 7: Chap. 2, p. 9).
Each level of modules is a more detailed decomposition of the level
above, This structured decomposition is the substance of top-down
design. The following is a brief explanation of the diagram syn-
tax to aid the r- der in understanding the models. A more detailed

discussion can be found in reference 7.

Diagram Syntax

Structured Analysis diagrams are composed of boxes and &axrrows
which are a vehicle for clearly expressing activity and data mod-
ules (Ref 7: Chap. 3, pe 1). Figure ! illustrates examples of the
activity and data modules, The "mechanism" arrows are shown for
completeness but are not used at this stage of the design since

they are intended to represent the functions or hardware needed

11




to realize the module. The "multiple branch" (exclusive OR) is

{ used to indicate multiple, but not simultaneous outputs. The
"multiple Jjoin" indicates multiple, but not simultzneous inputs.
Both conventions are shown in Figure 2.

In general, data and activitiy modules are decomposed into
more detalled data and activity modules., Each module that is de-
composed is referred to as a "parent" module and modules that re-
sult from the decompceition are the "children." To relate the

arrows of the children to those of the parent, an "ICOM" code is

CONTROL CONTROL
(data) (activity)

INPUT — g ACTIVITY OUTPUT INI?UT . DATA‘ L R UTPUT
(data) TITLES (data) (activity) TITLE (activity)
MECHANISM MECHANISM

{processor) (store)

Figure 1. Module/Interfaces Arrow Conventions

is used. The acronym is derived from the arrow names: input, con-
.rol, output, and mechanism. FEach arrow at the parent/child tound-
ary is uniquely labeled with the letter I, C, 0, or M with prefix
and suyfix numbers. The prefix number refers to the module within
the child and the suffix ﬁumber refers to the top-down or left-
right order of the arrow on a module. The boundary is the outer

border of the activity or data diagram. Each diagram is called

12

Pﬂ-—-————.—-——-——_—“




__A_.» -—-L———’u
L_'i—_». ._..._C___._,
two-way branch three-way join

. . I

Figure 2. OR Branch and Join Structures

a "node."

Reading Sequence

|
!
The following is a suggested reading sequence, looking at 1
each module in top-down order: |
1. Scan the boxes to get a first impression. i
2. Rethink the message of the parent module. Observe the l
boundary arrows. !
Je Refer back to the current module, checking arrow attach-

ments between it and the parent,

4. Consider internal arrows. Consider boxes from topr to

bottom and left to right.

5« Read the text.
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Activity liodel

Before reading the activity diagrams, it is recommended that
the Y"node index" given below be scanned. This index serves as a

table of contents, and gives an overview of the decomposition struc-

ture.
Node Title Page
A-0O Simulate Spacecraft 15
A0 Simulate Spacecraft 1%
Al Process Input Word 19
A1l Determine Type of Input Word 21
Al2 Format Spacecraft Command 23
Al3 Perform General Validity Checks 25
A1y Determine Type of Command 27
Al5 Perform Command Validity Checks 29
A2 Update Vehicle Status 31
Az Determine Type of Modification Required 33
A22 Perform Update 35
A3 Generate CV Words 37
A31 List Types of Format Errors 39
A32 1List Types of Sequence Lrrors 41
A33 Determine Proper Vehicle Messages L3
Al Create Output Messages 45

14
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A-O Text: An input word (I1) is received by the simulatcr. That

word is either a user command or an uplink spacecraft command, but
not both at once. The activity perforred ("SIMUJATE SPACECRAFT")

18 constrained bty the type of input werd (Cl), or by the parity,
wordlength (C2) and type (C3), if the input is a spacecraft ccmmand,
The final product of the activity is a complete and understundable
message to the user (01) for problem analysis or spacecraft inter-

rogation.

16
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A0 Text: An input word (I1) is received by Procees Input Word [1).
That word is either a user command to modify vehicle (simulator;
status or an uplink spacecraft command. If it is a user command,
it is passed as a status modification (101) to conirol the Update
Vehicle Sta.us (2) and Create Output Messages (4) activities. 1If
the input word is a spacecraft command, two constraints determine
the type of output. These constraints are parity/wordlength (C2)
errors and command type (C3). If there are no format (parity/word-
length) errors, a valid command (103) is used to control the other
ectivities. Another possibility is an invalid command (102) which
results from a parity/wordlength error. Update Vehicle Status (2)
uses the status modification, the valid command, or the invalid com-
mand to determine the required vehicle status updates. The current
status (20i1) is used as part of an output message (401). A valid
command is acknowledged by a Command Verification (CV) Word (301).
Generate Command Verification Words (3) produces thzse CV words

and they aro used by Create Output Messages (4), along wlth the
constraints shown, to produce an output message responsive to tho

particular input word that is being processed.
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Al _Text: Determine Type of Input Word (1) is primarily concernad
with whether an input is in the format necessary to simulate an
uplink spacecraft command (102), or in a user command format to

be processed as a status modification (101). The spacecraft command
is first formatted properly for use by the simulator. The formatted
command (201) is passed to the remaining activities for processing.
After the command is checked for parity/wordlength (C2) it is de=-
coded to determine the command type (C3 . Finally, it is checked
for proper sequencing. Determine Type of Command (4) perferus its
function on a command even if it contalns a format error. Perform
Command Validity Checks (%) outputs an invalid command (501) or a

valid command - 502) to be used by the next activity.
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A1l Text: If the Input Word (I!) is a user modification, Read Sta-

tus Modification Word (1) outputs a status modification request
(101) which controls Perform Status Modification (2). Upon receipt
of the particular request, a status modification (201) 1s output.
Upon receipt of a word in the uplink format, activity (3) reads
the tpacecraft urlink word and outputs the spacecraft command (302)

for use by the next activity.
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Al12 Text: After it is determined that the input word (11) is =

spacecraft comrand (C1), the first 16 bits of the word ars read

in activity (1) and the spacecraft data (101) is output. The re-

| maining nine Lits of the word are read in activity (2) and the

i Spacecraftt address (201) information is passed., Both of these out- '

puts are stored by (3) and they are the formatted command (301),
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A13 Text: The formatted command (I1) is input to both activity

boxes (1) and (2) for a wordlength check and a parity checke.
There are various error codes that are n2ssociated with incivid-
ual commands. After the error checks have been made, any errors
that have been found are used to determine the codec that apply

to the particular command and error (3).
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Al4 Text: The command type (C2) must be determined for all com-
mands., If format errors (Ci1) exist, they arc passed as indica-
tions of an erroneous command (101), or an error-free command (102).
The CPU Interrupt Code (CIC) is read (2) from the formatted
command (I1). This code will re.ate to a certain type of command.
The command words (01) that are output are either invalid or val-
id, depending on ahether a format error has or has not been de-
tecteds These determinations must be made before the particular

command can be executed.
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A15 Text: Fach formatted conmand (I1) that has survived the “en-
eral Validity Checks without error must go through o serics ol

Command Validity Checks as controlled by the specific command

(C1) that is input to the simulator. First it is determined if

a CPU address error exists (1). If such an error exicts; that
error is saved for future use, If there is no CFU address error
(101), the command sequence is checked in activity (2), and any
sequencing errors (201) that may arise are saved ir a like manner
as the address error. Check Command Timing (3) works in & simu-
lar manner as (2) and is added for conmpleteness, A timing error
will result in the same error code as a sequence error. If this
module is implemented, the sequence error and the timing error
should be assigned a different error message sc the user can dis-

tinguish %etween the two when they occur.
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A2 Text: A status modificetion (C1) results from a user command
input. Determine Type of Modification Required (1) analyzes 1t,
or a valid command (€C2) that may havo beon transmitted, to see
what kind of update request (101) 1is necossary. After that we-
tormination has been made, terform Update (&) 15 activated nd

the status information is pacsed to the output modules,
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A21 Text: 1Issue Specific Change Request (1) utilizes the status
modification (C1) that is being performed as a constraint which
detormines whether there should be a request made or not. ‘'When
a valid command has becn transmitted, the command data is read
from it by (2) and the appropriate change request is passed to
(3).  With either request, (3C1) or (3C2), as the determining

factor, a particular update request (01) is then issued.

3l

B e & . — T RN, Y — — - - _— NPT W A ———




aywpd) @aoiIsd

*¢C| eandTg

22V :9pPON
4 |
10 snjess
I S — paijepdl .
2TqTessY
\ gaduey)
A A A agesgoay
| n
gnies}s | \m +E3S o
JUaIING / ) ~
“\ gsdeggay |
B a— gnjess |
mmn,mxoh
ﬂ ﬂ
.
t l ”
ﬁl _ | gonTe)
- — £ T + LxyswaeTel
\\\u%\\\: — egureys
gaduwey) _ L I K
LajsuaTa], \\ _ ﬁ i
od L1, - 1 !

puewwmoy

s

e

= 20 10
umm:voﬁ\\
e1epdp

e

SSEEORRE

35




A22 Text: An update request that is issued as a result or cither

a user command or a valid spacecraft command, can require telem-
etry value changes to be made (1), status message changes to be
made (2), or both, The changes that arc made are assembled to

form a list of current status data (01) to be used to create an

informative output as a final product of the simulator.
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A3 Text: An invalid command (Cl1) can be the resu’t of a parity ;
error, a wordlength error, or some type of command sequencing
error. List Types of Format rrors (1) extracts errors listed
as a result of the general validity checks performed earlier.
The specific format errors (101) which are output are used
to aiua in determination of the proper CV words (01) to be pass-
ed., The other constraining factors are the specific sequence E |
errors (3C1), and the valid command (C3) when there are no errors. j
Almost all of the spacecratt commands require a command verifi-

cation (CV) message, whether they be valid or invalid,.
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A31 Text: A parity error (101) and/or a wordlength error (201)
is listed by Assemble Format Errors (3). The specific format
errors (01) that are ouput are used to create the proper command
verification words that will be placed in the simulated downlink.
This node presents a decompositiorn that is almost down to
the coding level. Even though a small amount of new information

is introduced, it is included to enhance the clarity of the par-

ent node (A3).
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A32 Text: An invalid commadn (C1) is generated due to a command
sequencing problem. List Memory l.oad Errors (1) is activated if

the invalid command is an erroneous memory load command., A distinc-
tion is made between secure commands and non-secure commands by
activity blocks (2) and (3). These two types of commands generate
their own set of command verification (CV) codes as a result of
errors, The various sequencing errors that occur during a command
process are assembled in (4) and the specific sequence errors (401)

are used to determine the proper vehicle message codes required to

generate the CV words.
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A33 Text: The specific errcrs, (C1) and (C2Z), that are generated

by an invalid command, are used to control the gereration of the
applicable error codes in activities (1) and (2). If a vallid com-
mand (C3) is processed, Generate Specitic Command Code (3) is Aacti-
vated to provide the regquired code for Generate Commend Verifica-
tion Words (4). All of the codes generated contribute to the crea-

tion of the appropriate CV words (4O1).
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AL Text: CV words (Il1) are input to Translate CV Words (1) in

a 16 bit hexidecimal code, The woerds are translated, and the

CV mesoage (101) that results is determincd by the currert sta-

tus (C1), and the valild command that may be present (C3). The )
status modification (C2) inputs to lroduce Status Change Tisting

(2) and, undsr control of the current stotus, a list of status

changes (201) is produced. These status changes, combined with

the CV message, aid in producing a meaningful output message (01). A
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Data Mcdel

Again, as with the activity model, it is recommended thet

the following "node index" be scanned for an overview of the de-

composition.

Node
D-0
DO
D1
D11
D12
D13
D1k
D15
D2
D3
D4

Title
Simulator Data
Simulator Data
Input Words
Spacecraft Uplink Word
Format Errors
Status tModification 'Word
Formatted Spacecraft Command
Sequence Errors
Current Status Data
Vehicle Message Data

Output Messages

L7

Page
48
50
52
54
56
58
60
62
3
66
68
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D-0 Text: Tuhe input activity that creates or modifies the Simulator

Data is the iloading of the input word (Il1). 'What is done as a result
of the input word is constrained by the determination ot the type

of input word loaded (C1), the type of error (parity, wordlength,

or sequence) that exists (C2), and the type of spacecraft command
that is transmitted (C3). Any input that is loaded results in the

printing of an output message (O1) for user information.
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DO Text: An input word is loaded (Il1) which is either in the

form of a user command or a spacecraft command. The Input %Words
(1) that are created are then used by one of three possible act-
ivities. The activity that uses thLe Input Word is cons*trained
by the type of input word (Cl1), iype of error (C2) that nay ex-
iot, and type of comimand (C3) that .ay be present,

If the input word is a user ccrmand, some type of ctatus
modification or vehicle information uvdate wil. be p.rformed (101).
This results in either the creation of some Current Staturs Data
(2), or a change to some data that already exists. 1If a space-
craft command is input, either an invalid or a valid command will
affect the Current Status Data.

The valid or invalid command process determines what type
of vehicle message will be delivered (301). The Vehicle llessage
Data (3) is shown withcut an input process to creute it. This
data will have been created as an external function and will re-
side in the simulator for access. The data consists of command
verification and error codes that will never be altered as a
function of the simulator.

The status changes and vehicle messazes created during the
command process are assembled as Output Messages (4) and used to

rrint output messages (01).
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D! Text: If the input word (I1) is a spacecraft comwand the Space-
f craft Uplink word (1) is created. If it is a user command a Status
Modification Word (3) is created. The Status Modification Word
is used to perform the particular status modification (301). The
Spacecraft Uplink Word (1) is delivered in the required format to
create a Formatted Spacecraft Command (4) and Format Errors (2) if
they exist. The Formatted Spacecraft Command is used to process
the invalid command (402) or it is delivered as a specific rcommand
which generates Sequence Errors (%5). Sequence [Lrrors are fod back
b to the Formatted Spacecraft Command (4) and used to process the

invalid command.
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D11 Text: An input word will either create an Uplink Data Word
(1) or an Uplink Command Word (2). Whichever of the two is cre-
ated, it must be placed in the proper format and wordlength to

be used by the simulator. After the Formatted Comnands (3) are

created they are delivered for further processing (01).
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D12 Text: When processing the formatied command (I1), parity and
wordlength are checked. The occurrence of either or both types
of exrrors results in the creation of Parity (1) end/or Wordlength

krrors(2). These errors are then used tc create the Error Data (3).
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D13 Text: After it has been determined by (C1) that the input

word (Il1) is a user command, a Status Modificetion Request (1
is created. This request is then processed to determine the par-
ticular modification required, and the Modification Information
(2) is created to be used to perform the modification (01).

It should be noted at this time that much of the software
required to perform the modifications or updates to the simula-
tor may already exist. The node is included as a reminder that

the function must be incorporated in the simulation.
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Di4 Text: The formatted command (I1) is made up of an Address
Word (1) and a Data Word (2). The specific content of these

words is determined by C1, C2, and C3. Many dilferent things
could be the cause of a particular commard to be complimented.

The complimenting is dependent upon the type of command word pre-
sent, and on the existance of some kind of error in that command.
It is also dependent upon any combination of the two circumstarces.
The same constraints apply to the complimenting of Lhe Data Word
(2)s« The Complimented Command (3) created by bhoth the address
word and the data word is used to further process the invalid
command (301). By knowing a priori which commends are to be com-
plimented and which commands are not to be complimented, a means
of detecting commanding errors is vrovided., The Specific Command i
(4) is made up of a good address word and a good data word. It 1

must be processed (401) to determine if any sequence errors oxis*,
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D15 Text: After a command is found to have no parity or wordlength
errors, it must be checked for proper sequencing. I{ a sequence
problem is detected, either a Memory lLoad Error (1), a Securs Com- J
mand Error (2), or a Command Sequence Error (3) is produced. When 1
these errors are created, they are delivered (301) back to the pre-
vious node (D14) for further processing. When a command is received
that has no sequence problem, an Error-Free Command (4) is created

and used to process the valid command (h02).
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D2 Text: Telemetry Foint Values (1) are the main source of sta-
tus information. A valid command (I2) rust be prccessed to de-
termine which telemetry indications are affected by its execution.
Once the telemetry changes are performed (101), they are used

in the update of the Vehicle Status Iistings (2). The status
changes (201) are then used to aid in compilation of the output
nessages. Performance of status wmodifications (I{) requires the

same data processes as above.
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D3 Text: The processing of a valid or an invalid conrand causes
the delivery of a command verification (CV) message (101)., These
messages are derived from a file of CV codes that are available
for access during simulator use. The invalid command also ac=-
cesses error codes that are on file for creation of proper Error
Messages (2). These vehicle messages are passed on be assembled

into a meaningful output message,

67




gafeggsl 3ndin0 *62 sangTg

%d oPON
&
5"4' 1817 g
/ oIvEgoN
gedeggol
Ind3no
JutTad
-4
N -
863Rggo |E—
oTOTYeA ,/// L2 3
gedesael
9T2TYyeA JeATTIeq
\u
1871 . '
edesze eTquUessy — B0JUBYD | g o
snjess /4/ I
geduey)
snjejg JeAlie(q




as a result of spacecraft command or user command processing. A

Message List (3) is created which is comprised of all the ucer or

D4 Text: Status Changes (1) and Vehicle Messages (2) are created !
|
P

vehicle generated changes that have occurred as a result of a com-
mand, This Message List 1s printed (01) for use by the system op-

erator.
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Summary

After a brief introduction and explanatior of some diagram
syntax, this chapter presents the activity and data models of the
simulator. They are given as a complete functional specification
of the software. None of the box titles or arrow labels are bind-
ing, however, and in the design refinement of the next chapter some
names and labels are changed to better meet the software engineer-

ing goal of understandability.
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IV. Design Refinement

Introduction

In the previous chapter, a top-down design strategy is used
to create activity and data models which identify a basic design
structure, To better prepare the design for easy implementation,

a structure is needed which reveals the relative '"goodness" of the
design. This gcodness is measured by observing the following at-
tributes: (1) coupling, (2) cohesion, (3) span of control, and (&)
scope-of-etffect/scope-of-control (Ref 10:340). If two modules are
totally independent of each other, and one can function completely
without the other, then they are loosely coupled, or uncoupled.
Loosely coupled modules are more maintainable than tightly coupled
modules., Low cohesion occurs when an isolated mocdule has internal
elements that are loosely related. Cohesiveness and coupling are
interrelated. The greater the cohesiveness of individual modules,
the lower the coupling between any pair of modules will be (Reft
10:144). Excessive span of control is bad because it indicates

too much decomposition of a module into subordinates. This is
caused by a failure to identify intermediate levels of abstraction.
Finally, scope-of-effect/scope-of-control should be examined to

get a measure of how well the system has adhered to the subordinate
structure required of any decision process: all modules that are
affected by a decision (scope of effect) should be subordinate to
(scope of control) the module which makes the decision (Ref 10:240).
To recogniz: and isolate the existence of these effects, and then

to eliminate them with a design refinement, a technique is ~2mployed
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which is based on a top-down, structured design strategy called

"transform analysis.!" This strategy should lead to system estruc-
tures which are fully factored and ready to code (Ref 10:254).
Transform analysis produces a "structure chart'" which reveals
design goodness measures, The structure chart contains modules
arranged top-down and left-right which represent the prccessing
functions of the system. The first step is the restatement of the
problem as a data flow graph or '"bubble chart.'" The basic elements
in a bubble chart are called "transforms" which are represented
by circles labeled with short descriptions of the transformation.
Interconnections between transforms are labeled arrows which rep-
resent "data elements" to be transformed. Two or more data elements
required simultaneously by a transform are indicated with an aster-
isk ("*") between the data elements. The "ring-sum" cperator ("a8")
is used to denote exclusive-OR relationships between data elements.
Bubbles and arrows are drawn which represent input branches and
output branches., These branches are connected by bubbles that are
the "central" transforms of the system. The second step is to iden-
tify "afferent" and "efferent" data elements. An afferent data
element is an input to a central transform and an efferent data
element is an output from a central transform. The third step is
top~level factoring. A "main" module is epecified and it is decom-
posed into afferent, efferent and central mocdules. The fourth step
is the decompositicn of the afferent, efferent and central modules.
The top-level modules and their subordinates form the "first cut
structure chart." Finally, the first cut structure chart is exam-~

ined for goodness and revisions are mads to produce the f{lnal struc-
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ture chart (Ref 10: Chap. 10).

After the preliminary design is complete the first cut struc-
ture chart is drawn from the activity model, bypassing the creation
of a bubble chart. This decision is based on the conceptual resem-
blance of the activity model to the bubble chart in that both tie
activities together with data elements., Reference 3 explains a
method of design which creates an "intermediate" bubble chart froz
the first cut structure chart. Iterations of bubble-to-structure-
chart and structure-to-bubble-chart transformations are made to
further refine the design. This iterative process advocates start-
ing with a structu . chart and then creating the bubbtle chart for
the transform analysis.

In the remaining sections of this chapter, the first cut struc-
ture chart is constructed as a direct translation (input for input,
output for output) from the activity model in Chapter III. The
afferent and efferent data branches are identified to aid in con-
struction of the intermediate bubble chart. Finally, a "refined"

structure chart is constructed and examined to determine the rel-

ative goodness of the Jesign.

First Cut Structure Chart

Figures 30a, 30b, 30c and 30d illustrate a direct translation
of the activity model of Chapter III to a structure chart. Deci-
sions and loops are not identified at this time; they are included
in the refined structure che : derived later. The number to the
left of each arrow identifies the input and output parameters listed

in Table I. Controls are not indicated in this list because they
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Figure 30d. Create Output Messages

are not considered when creating a bubble chart for transform anal-
ysis. However, a control element in an activity module may be used

as an input element in a bubble chart.

Intermediate Butble Chart (Data Flow Graph)

The bubble chart transforms "conceptual inputs" into ''concep-
tual outputs,"” which implies that the detail in the structure chart
may be higher than in the bubble chart (Ref 3: Chap. &, p. 25).

A scan of the parameters in Table I shows some repeated input and
output names that may have to be altered to clarify the data flow.
If there are any errors in the structure chart, they should be cor-
rected while drawing the bubble chart. Looking at the top level

in Figure 30a, the afferent data branch is recognized as that branch

which consists of the subordinates of the Process Input Word module.
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Table I

First Cut Structure Chart Parameters

Input

Output
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Input Word

CV Words
Input Word
Input Word
Formatted Cmd
Formatted Cmd
Formatted Cmd

CV Words
Status Mod

User Cmd

S/C Uplink Cmd

Input Word
Input Word
Formatted Cmd
Formatted Cmd

Formatted Cmd
Formatted Cmd
Formatted Cmd
Formatted Cmd
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Status lMod, Invalid Cmd, Valid Cmd

Current Status

CV Words

Dutput Messages

Status Mod, S/C Cmd

Formatted Cmd

Format Error

Invalid Cmd, Specific Cnd

Invalid Cmd, Valid Cmd

Update Request

Current Status

Specific Format Errors 1
Specific Sequence Errors ‘
CV Words

Command Verification Message

Status Update Message |
Qutput Messages |
Status Mcd Request '
S/C Cmd

Status Mod ;
S/C Data |
S/C Address

Formatted Cmd

Wordlength Error

Parity Er-ror

Format Error

Erroneous Cmd, Error-Free Cmd
Command Words

Address Error

Sequence Error

Command Words

User Status Change Request
Commanded Status Change Request
Update Request

Telemetry Changes

Status Message Changes

Current Status

Parity Error

Wordlength Error

Specific Format Errors

Memory lLoad Errors

Secure Command Error :
Command Sequence Errors 1
Specific Sequence kErrors *
Sequence Error Code
Format Error Code
Specific Command Code

CV Words




Tn Figure 304, the efferent data branch consists of the subordinates
of Create Output Messages. This leaves Update Vehicle Status and
Create CV Words as the ceatral transforms. The afferent data brauch,
which identifies the major input data flow to the central transforms,
is5 the first to be drawn in the tubble chart. Following that branch
down to its lowest level, the first input parameter seen is a "User
Cmd." It is the input to Read Status Mod Word and the output is

a "Status Mod Request." This identifies the input, first bubble,

and output in this portion of the bubble chart. To locate the next
bubble, the module which uses '"Status Mod Request" as an input must
be found. It cannot be located as an input in Table I, but it may
be a control element in the activity model. Looking back to Fig-
ure 6, which is the activity ncde that contains the modules of in-
terest, "Status Mcd Request' is a control on Perform Status Mod.
"Status Mod Request" <ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>